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Here you will create the classic pascal's triangle. Your function will be passed the depth of the triangle and you code has to return the corresponding pascal triangle upto that depth

The triangle should be returned as a nested array.

Note: For JavaScript version, your final result is a string representation of the array. Sorry for the inconvenience, test cases are locked so this is the best I could do.

- V

for example:

PascalsTriangle.pascal(5); // should return [[1],[1,1],[1,2,1],[1,3,3,1],[1,4,6,4,1]]

To build the triangle, start with a single 1 at the top, for each number in the next row you just take the two numbers above it and add them together (except for the edges, which are all "1"). eg

[1]

[1 1]

[1 2 1]

[1 3 3 1]

here you get the 3 by adding the 2 and 1 above it.

<https://www.codewars.com/kata/pascals-triangle-number-2/java>

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace ConsoleApp1

{

class Program

{

public static List<List<int>> PascalsTriangle(int n)

{

int[,] matriz = new int[n, n];

for (int i = 0; i < n; i++)

{

matriz[i, 0] = 1;

matriz[0, i] = 1;

}

for (int i = 1; i < n; i++)

for (int j = 1; j < n; j++)

matriz[i, j] = matriz[i, j - 1] + matriz[i - 1, j];

List<List<int>> ans = new List<List<int>>();

for (int i = 0; i < n; i++)

{

List<int> f = new List<int>();

int fila = i;

int col = 0;

while (fila >= 0 && col < n)

{

f.Add(matriz[fila, col]);

fila--;

col++;

}

ans.Add(f);

}

return ans;

}

static void Main(string[] args)

{

List<List<int>> ans = PascalsTriangle(6);

for(int i =0; i<ans.Count; i++)

{

for(int j =0; j<ans[i].Count; j++)

{

Console.Write(ans[i][j] + " ");

}

Console.WriteLine();

}

Console.ReadLine();

}

}

}
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*\*/*

**package** javaapplication46;

**import** java.util.ArrayList;

***/\*\****

***\****

***\* @author Usuario***

***\*/***

**public** **class** JavaApplication46 {

**public** **static** **int**[][] pascal(**int** depth) {

*//return new int[][] { { 1 } };*

**int**[][] matriz = **new** **int**[depth] [depth];

**for** (**int** i = 0; i < depth; i++)

         {

             matriz[i][0] = 1;

             matriz[0][i] = 1;

         }

**for** (**int** i = 1; i < depth; i++)

**for** (**int** j = 1; j < depth; j++)

                 matriz[i][j] = matriz[i][j - 1] + matriz[i - 1][j];

         ArrayList<ArrayList<Integer>> ans =

**new** ArrayList();

**for** (**int** i = 0; i < depth; i++)

         {

             ArrayList<Integer> f = **new** ArrayList();

**int** fila = i;

**int** col = 0;

**while** (fila >= 0 && col < depth)

             {

                 f.add(matriz[fila][col]);

                 fila--;

                 col++;

             }

             ans.add(f);

         }

**int**[][] r = **new** **int**[ans.size()][];

**for**(**int** i = 0; i<ans.size(); i++) {

             r[i] = **new** **int**[ans.get(i).size()];

**for**(**int** j =0; j < ans.get(i).size(); j++) {

                 r[i][j] = ans.get(i).get(j);

             }

         }

**return** r;

    }

**public** **static** **void** main(String[] args) {

*// TODO code application logic here*

**int**[][] r = pascal(7);

**for**(**int** i =0; i<r.length; i++) {

**for**(**int** j =0; j<r[i].length; j++) {

                System.out.print(r[i][j] + " ");

            }

            System.out.println();

        }

    }

}

---------------------------------------------

**public** **class** PascalsTriangle {

**public** **static** **int**[][] pascal(**int** depth) {

**int**[][] triangle = **new** **int**[depth][];

**for** (**int** i = 0; i < depth; i++) {

      triangle[i] = **new** **int**[i+1];

      triangle[i][0] = 1;

      triangle[i][i] = 1;

**for** (**int** j = 1; j < i; j++) {

        triangle[i][j] = triangle[i-1][j] + triangle[i-1][j-1];

      }

    }

**return** triangle;

  }

}